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Challenges and Opportunities in Using
Automatic Differentiation with
Object-Oriented Toolkits for Scientific
Computing™*

Paul Hovland!, Steven Lee?, Lois McInnes!, Boyana Norris!, and Barry
Smith?

! Mathematics and Computer Science Division, Argonne National Laboratory,
9700 S. Cass Ave., Argonne, IL 60439-4844.

2 Center for Applied Scientific Computing, Lawrence Livermore National
Laboratory, Box 808, L-560, Livermore, CA 94551.

Abstract. The increased use of object-oriented toolkits in large-scale scientific
simulation presents new opportunities and challenges for the use of automatic (or
algorithmic) differentiation (AD) techniques, especially in the context of optimiza-
tion. Because object-oriented toolkits use well-defined interfaces and data struc-
tures, there is potential for simplifying the AD process. Furthermore, derivative
computation can be improved by exploiting high-level information about numerical
and computational abstractions. However, challenges to the successful use of AD
with these toolkits also exist. Among the greatest challenges is balancing the desire
to limit the scope of the AD process with the desire to minimize the work required
of a user. We discuss our experiences in integrating AD with the PETSc, PVODE,
and TAO toolkits and our plans for future research and development in this area.

1 Introduction

The ever-increasing complexity of advanced computational science applica-
tions has led to an increase in the use of object-oriented software practices
in the development of scientific applications and toolkits. A good object-
oriented design increases productivity by allowing developers to focus on a
small component of a complex system. Furthermore, increased code reuse
provides justification for expending significant effort in the development of
highly optimized object-oriented toolkits.

Many high-performance numerical toolkits include components designed
to be combined with an application-specific nonlinear function. Examples in-
clude optimization components, nonlinear equation solvers, and differential-
algebraic equation solvers. Often the numerical methods implemented by
these components also require first and possibly second derivatives of the
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function. Frequently, the toolkit is able to approximate these derivatives by
using finite differences; however, the convergence rate and robustness are
often improved if the derivatives are computed analytically.

Developing correct parallel code for computing the analytic derivatives
of a complicated nonlinear function can be an onerous task, especially when
second derivatives are required. An automated alternative such as automatic
differentiation (AD) [16,17] is therefore very attractive as a mechanism for
providing these analytic derivatives. Furthermore, because object-oriented
toolkits provide well-defined interfaces for nonlinear functions, the AD pro-
cess can potentially be simplified.

We examine the use of AD in conjunction with object-oriented numer-
ical toolkits. In particular, we describe the use of AD to provide first and,
where appropriate, second derivatives in conjunction with the Portable, Ex-
tensible Toolkit for Scientific Computing (PETSc), the Toolkit for Advanced
Optimization (TAQO), and a parallel ODE solver for computing sensitivities
(SensPVODE).

This paper is organized as follows. Section 2 provides a brief intoduction
to automatic differentiation. Section 3 introduces the toolkits considered in
this paper. Section 4 discusses the opportunities and challenges that arise in
using AD with these toolkits. Section 5 provides a synopsis of experimental
results. Section 6 summarizes our experiences and describes our expectations
for using AD in the context of PDE-constrained optimization.

2 Automatic Differentiation

Automatic, or algorithmic, differentiation is a technique for augmenting arbi-
trarily complex computer subprograms with instructions for the computation
of derivatives. The technique combines rules for analytically differentiating
the finite number of elemental functions in a programming language with the
chain rule of differential calculus.

The two principal approaches to implementing AD are operator over-
loading and compiler-based source transformation. Each method has its ad-
vantages and disadvantages [8]. There are also two basic modes of AD, the
forward mode and the reverse mode. The forward mode is particularly ap-
propriate when the number of independent variables is small or when a small
number of directional derivatives are required. The reverse mode is attrac-
tive when the number of dependent variables is small or when a Jacobian-
transpose-vector product is required. We focus on the source transformation
approach using the forward mode, but most of the issues discussed in this pa-
per are also applicable to the operator overloading approach and the reverse
mode. More details of how AD works and various methods for exploiting
chain rule associativity can be found in [17].

Figure 1 shows a simple example of the code generated by the ADIFOR [7]
source transformation tool for Fortran 77. While this example is not indica-
tive of the power of automatic differtiation, which is equally applicable to
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applications spanning thousands or millions of lines of code and utilizing
complex control structures, it does illustrate some important concepts.

10.0 * (x2-x1*x1) d2_b = dble(10.0)
1.0 - x1 d5_b (-d2_b) * x1 + (-d2_b) * x1
dogi_=1, g p_
g_y(g_i_, 1) = d5_b * g_x1(g_i_) +
+ d2_b * g_x2(g_i_)
enddo
y(1) = dble(10.0) * (x2 - x1 * x1)

y(1)
y(2)

dogi_ =1, gp_
g_y(g_i_, 2) =

enddo

y(2) = 1.0d0 - x1

-g_x1(g_i_)

Fig. 1. A simple example of automatic differentiation. The code on the right was
generated by the ADIFOR tool from the code fragment on the left.

Each scalar variable in the original program has associated with it a
derivative vector (sometimes generically referred to as a derivative object).
In the case of ADIFOR-generated code, this association is by name. For ex-
ample, the derivative vector associated with x1 is g_x1. In the case of an
AD tool for C, such as ADIC [10], association by name is not possible be-
cause of aliasing. Instead, association must be by address. ADIC accomplishes
this association by converting all floating-point variables to a new datatype,
DERIV_TYPE.

typedef struct {

double value;

double grad[ad_GRAD_MAX];
} DERIV_TYPE;

The value field carries the original floating-point value, while the grad field
contains the associated derivative vector.

The derivative vectors associated with independent variables are collec-
tively referred to as the seed matrix. The seed matrix can be initialized such
that upon completion of the computation the derivative vectors associated
with the dependent variables contain the Jacobian, a Jacobian-vector prod-
uct, or an arbitrary Jacobian-matrix product. For example, if in our simple
example we initialize g_x1 to [1.0,0.0] and g_x2 to [0.0,1.0], then g_y(i,j)
will contain dy;/0x;.
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3 Toolkits

We have investigated the use of AD in conjunction with three object-oriented
toolkits for scientific computing: PETSc, TAO, and SensPVODE. All of these
toolkits employ an object-oriented design but are implemented in C. In the
next sections, we briefly describe these toolkits and the role derivatives play.

3.1 Portable, Extensible Toolkit for Scientific Computing

PETSc [2,3] is a suite of data structures and routines for the scalable solu-
tion of scientific applications modeled by partial differential equations. The
software integrates a hierarchy of components that range from low-level dis-
tributed data structures for vectors and matrices through high-level linear,
nonlinear, and timestepping solvers. The algorithmic source code is written
in high-level abstractions so that it can be easily understood and modified.
This approach promotes code reuse and flexibility and, in many cases, helps
to decouple issues of parallelism from algorithm choices.

PETSc provides a suite of nonlinear solvers that couple a Newton-based
method, offering the advantage of rapid convergence when an iterate is near
to a problem’s solution, with a line search, trust region, and pseudo-transient
continuation strategy to extend the radius of convergence of the Newton
techniques. The linearized systems are typically solved inexactly with precon-
ditioned Krylov methods. The basic Newton method requires the Jacobian
matrix, J = F'(u), of a nonlinear function F(u). Matrix-free Newton-Krylov
methods require Jacobian-vector products, F’'(u)v, and may require an ap-
proximate Jacobian for preconditioning.

PETSc also provides components for managing computations on struc-
tured grids, including hierarchies of grids for use in multigrid methods. Among
the functions provided by these components are generalized gather-scatter
operations for communicating ghost values, colorings for use in finite differ-
ence (and AD) Jacobian computations, and simplified facilities for mapping
between local and global indices.

3.2 Toolkit for Advanced Optimization

TAO [4,5] focuses on scalable optimization software, including nonlinear least
squares, unconstrained minimization, bound-constrained optimization, and
general nonlinear optimization. The TAO optimization algorithms use high-
level abstractions for matrices and vectors and emphasize the reuse of exter-
nal tools where appropriate, including support for using the linear algebra
components provided by PETSc and related tools.

Many of the algorithms employed by TAO require first and sometimes sec-
ond derivatives. For example, unconstrained minimization solvers that require
the gradient, f'(u), of an objective function, f(u), include a limited-memory
variable metric method and a conjugate gradient method, while solvers that
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require both the gradient, f'(u), and Hessian, f"(u), (or Hessian-vector prod-
ucts) include line search and trust region variants of Newton methods. In ad-
dition, algorithms for nonlinear least squares and constrained optimization
often require the Jacobian of the constraint functions.

3.3 SensPVODE

PVODE [11] is a high-performance ordinary differential equation solver for
the types of initial value problems (IVPs) that arise in large-scale computa-
tional simulations

y'(t) = f(t,y,p), y(to) =yo(p), y €RY, pe R™ (1)

Often, one wants to compute sensitivities with respect to certain parameters
p; in the IVP, s; = 0y/0p;. SensPVODE [21] is a variant of PVODE that
simultaneously solves the original ODE and the scaled sensitivity ODEs

oo Of 9 o)

aizla"'am' (2)

For the scaled sensitivity w;(t) = p;s:(t), typically p; equals p; or some other
nonzero constant with the same units as p;. Thus, SensPVODE requires the
derivatives g—iwi(t) +ﬁ,-g—1£.

4 Using Automatic Differentiation with
Object-Oriented Toolkits

Automatic differentiation can be used in conjunction with object-oriented
toolkits at many different levels. At the highest level, AD can be applied
to a toolkit to facilitate sensitivity analysis and optimization of models con-
structed with the toolkit. Another option is to use AD to provide the deriva-
tives required by the toolkit. To provide these derivatives, AD can be applied
directly to the parallel nonlinear function. Alternatively, AD can be applied
to the building blocks of the nonlinear function, such as the nonlinear func-
tion on a local subdomain or an element or vertex function. In the following
sections we consider some of the opportunities and the challenges in applying
AD at these various levels.

4.1 Toolkit Level

Applying AD to an object-oriented toolkit for scientific computing offers the
opportunity to compute derivatives (also called sensitivities) of scientific ap-
plications that use the toolkit. These derivatives can be used for sensitivity
analysis, to understand the sensitivity of the simulation results to uncer-
tainties in model parameters, or for optimization. Applying AD to a toolkit
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also provides an opportunity to employ so-called computational differentia-
tion techniques exploiting high-level mathematical and algorithmic features.
Using computational differentiation techniques can also circumvent some of
the challenges that arise in applying AD to a toolkit, including the fact that
functions and derivatives may not converge at the same rate in an iterative
method and that certain numerical methods, including ODE solvers with
adaptive stepsize control, introduce feedback into a computation that may
seriously influence the derivatives.

One simple example of a computational differentiation technique arises in
the differentiation of a linear solver. Rather than differentiate through a pre-
conditioner and iterative Krylov solver, one can solve directly a linear system
with multiple right-hand sides, perhaps using block Krylov methods [6,24]
or a projection method [13]. We have conducted preliminary research in this
area in developing a differentiated version of PETSc [19]. A more sophisti-
cated example of computational differentiation, applicable to other types of
iterative solvers, is described elsewhere. We also note that the development
of SensPVODE may be interpreted as applying computational differentiation
techniques to the PVODE toolkit.

4.2 Parallel Nonlinear Function Level

Automatic differentiation is often not quite “automatic.” Often, the user of
an AD tool needs to specify the independent and dependent variables and
possibly initialize the seed matrix to indicate exactly which derivatives are
to be computed. The use of AD in conjunction with a numerical toolkit
promises to make full automation possible because of the use of well-defined
interfaces. For example, the nonlinear solver in PETSc requires a nonlinear
function adhering to the interface

int Function(SNES, Vec, Vec, void *);
while SensPVODE requires a function adhering to the interface
void function(integer, Real, N_Vector, N_Vector, void *);

In both cases, all of the required information regarding the derivatives to
be computed is known in advance, making automation of the AD process
possible. Other work [12,14,23] has also demonstrated the benefits of well-
defined interfaces for automating the AD process.

However, applying AD directly to the parallel nonlinear function required
by the toolkit is not without challenges. The function may include many
calls to toolkit support functions. Thus, differentiated versions of these func-
tions must be developed using automatic or computational differentiation
techniques. In many cases, these support functions are used for communi-
cating ghost values or performing similar problem setup or data movement
functions. Consequently, the differentiated versions of the functions may end
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up performing unnecessary work. Parallelism is also an issue. The nonlinear
function may use OpenMP or make calls to MPI functions, so the AD tool
must support the parallel programming paradigm being used. Furthermore,
the parameters to the function are likely parallel objects, as is the case with
the Vec and N_Vector objects in the examples above. Therefore, care must
be taken in the way seed matrices are initialized; additional communication
may also be required.

An important issue in the differentiation of application functions arises
from the benign-looking void * that appears as the final argument in both of
the examples above. This argument is used to pass a pointer to an application-
specific data structure that contains various data objects of use to the appli-
cation. Figure 2 contains several examples of these data structures.

As discussed earlier, in order to provide association by address between
variables and their derivative vectors, ADIC changes the datatypes of all
floating-point variables. The consequence for these application-specific data
structures is that if AD is naively applied, the type of several fields within
the data structure will be changed. Therefore, all application functions that
access the data structure, not just the nonlinear function, must be modified
to use the new datatypes.

An alternative is to use two data structures, one with the original datatypes
and one with the derivative datatypes, and to copy data between them. How-
ever, as the final example in Figure 2 illustrates, some care must be taken
with this approach. If the data structure includes workspace, such as the
uext field in this example, it may be inefficient to copy such unneeded data.
Furthermore, it is usually not possible to generate code automatically for
copying from one data structure to another. Therefore, at this point in our
work coupling ADIC with SensPVODE, we require the user to provide the
routine for copying data between the application-specific data structures and
their differentiated counterparts.

4.3 Local Subdomain Level

As alluded to in the preceding section, many parallel nonlinear functions fol-
low the pattern gather/scatter ghost values, compute function on local sub-
domain, and assemble/map function from local to global indices. Therefore,
an approach that avoids many of the complications associated with applying
AD to the full parallel nonlinear function is to apply AD only to the local
subdomain function, with manual modifications to the setup and assembly
phases. We have examined this approach in conjunction with PETSc and
TAO by manually extracting the local subdomain function, as illustrated in
Figure 3 and described in [1,9].

Recent work has examined how we can use the structured grid components
to simplify the process. The setup and assembly phases are essentially the
same for most nonlinear functions on a structured grid. Therefore, instead of
extracting the subdomain computation from the parallel nonlinear function,
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typedef struct {

double param; /* test problem parameter */
int mx ,my; /* discretization in x, y directions */
Vec localX,localF; /* ghosted local vectors */
DA da; /* distributed array data structure */
int rank; /* processor rank */

} AppCtx;

typedef struct {

double lidvelocity,prandtl,grashof;
PetscTruth draw_contours;
} AppCtx;

typedef struct {
real om, dx, dy, q4;
real uext[NVARS* (MXSUB+2)* (MYSUB+2)];
integer my_pe, isubx, isuby, nvmxsub, nvmxsub2;
real *p;
real *pbar;
MPI_Comm comm;
} *UserData;

Fig. 2. Examples of application-specific data structures used in PETSc, TAO, and
SensPVODE applications.

we ask the user to provide only the subdomain function. Instead of providing
a nonlinear function with the interface

int Function(SNES, Vec, Vec, void *);

the user provides, for example, a local subdomain function with the interface

int LocalFormFunction2d(Field #**, Field **, Coords, void *);

where Coords contains information about the corners of the subdomain and
Field is a structure with a number of scalar fields corresponding to the
number of degrees of freedom at each vertex. The setup and assembly are
handled by the structured grid component. Given a differentiated version
of LocalFormFunction2d, the structured grid component can also perform
the necessary setup, including seed matrix intialization, and assembly of the
Jacobian. The setup and assembly phases use coloring [15] to reduce the
length of the derivative vectors to the stencil size times the number of degrees
of freedom. Future research will extend this work to Hessian computations
and unstructured meshes.
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Fig. 3. Schematic diagram of the use of automatic differentiation tools to generate
the Jacobian routine for a nonlinear PDE computation.

4.4 Element or Vertex Function Level

A final option is to differentiate the element or vertex function and then
assemble the full Jacobian from the element (or vertex) Jacobians. This is
common practice in finite element computations, especially when the element
Jacobian is simple to derive by hand. For complex element or vertex func-
tions, or for higher-order derivatives, AD can be employed. This approach
eliminates the need for a matrix coloring, reduces the memory requirements,
and is easily extended to second and higher-order derivatives.

The principal impediment to this approach is that not all functions are
easily decomposed to this level. It may be computationally more efficient to
precompute fluxes for all of the edges/faces in the subdomain, then use these
fluxes in computing the element functions. Furthermore, boundary conditions
may introduce many special cases. It is computationally more efficient to
handle these special cases separately, then loop over the remaining elements,
than to test every element to determine whether a special case applies.

5 Experimental Results

We provide a brief synopsis of experimental results from the use of AD in
conjunction with the PETSc and SensPVODE toolkits. More detailed de-
scriptions of these and related experiments can be found in [1,19,20,22].

5.1 Toolkit Level

In [19] we describe research into the application of automatic and computa-
tional differentiation to PETSc. Here we briefly discuss some of the relevant
experimental results.
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We have tested the differentiated version of PETSc, and in particular its
linear solver component, with an example involving the solution of a linear
system of equations A x = b where A is the 256 x 256 matrix whose sparsity
pattern corresponds to a five-point stencil discretization of a 16 x 16 compu-
tational domain. In all of the experiments, we have used a GMRES solver in
combination with an incomplete LU factorization preconditioner.

Execution Time, N=256, Num.Indep.=256
Error in Gradient Computation, N=256, Num.Indep.=256 7, T ™ ™

— DD
AD
6--- CD

&

IS

w

Norm of the Error
5
Execution Time (Seconds)

~

-

o

10° 10° 107 107 10° 107 10° 107 10° 10° 10° 10° 10”7 10°
Convergence Tolerance Convergence Tolerance

Fig. 4. Gradient error and execution time with varying convergence tolerances.

Figure 4 shows the accuracy and performance results for various conver-
gence tolerances. DD (for “divided differences”) designates finite difference
approximation, AD designates black-box automatic differentiation, and CD
stands for computational differentiation using successive linear solves on the
multiple right-hand sides. The termination condition of the Krylov subspace
methods is based on the relative decrease of the lo-norm of the residual and
the convergence tolerance value, which is plotted along the z-axis. The y-axis
of the accuracy plot is the lo-norm of the matrix representing the difference
between the derivatives produced by the various approaches and the actual
solution, Vo = A~'b, which we compute separately up to machine precision
for verification purposes. For the finite difference and AD approaches the
convergence tolerance refers to the convergence of z, whereas in the compu-
tational differentiation approach it refers to the convergence of Vz. In this
example, the computational differentiation approach exhibits significant per-
formance improvement over finite differences and AD.

5.2 Parallel Nonlinear Function Level

We applied SensPVODE to a simple test case, a two-species diurnal kinetics
advection-diffusion system in two space dimensions. The PDEs can be written
as

6Ci

Taeviasl (Kv@)@) R ent) (i=1,2),
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where the subscripts ¢ are used to distinguish the chemical species. The re-
action terms are given by

Ry (Cl, ca, t) = —qi1c1C3 — q2C1C2 + 2q3 (t)C3 + Q4(t)02 and

Ry(c1,¢2,t) = queics — gacica — qa(t)ca,

and K,(y) = Koe®/5. The scalar constants for this problem are K, =
40x107%, V =103, Ko = 1078, ¢ = 1.63 x 10716, g = 4.66 x 10~ 16, and
¢s = 3.7 x 10'6. The diurnal rate constants are

i (t) = el=%/sm @t for sinwt > 0,
() =0 for sinwt <0,

where i = 3 and 4, w = /43200, a; = 22.62, and a4 = 7.601. The time
interval of integration is [0, 86400], representing 24 hours measured in seconds.

The problem is posed on the square 0 < z < 20, 30 < y < 50 (all in
km), with homogeneous Neumann boundary conditions. The PDE system is
treated by central differences on a uniform 100 x 100 grid, with simple poly-
nomial initial profiles. See [21] for more details. For the purpose of sensitivity
analysis, we identify the following 8 parameters associated with this problem:
P1 = q1, P2 = q2, P3 = 3, p1 = a3, ps = a4, pe = Kp, pr =V, and pg = Kj.

We varied the number of sensitivities from 1 to 8 and compared the
use of AD with three finite difference methods to compute the derivatives
g—g’;wi(t) + I_Dig_zi- required by SensPVODE. In the combined central differ-
ence method, p; and y are perturbed simultaneously to obtain both terms in
the derivative expression. In the other finite difference methods, the terms
are approximated separately. See [21] for a complete description of the finite
difference strategies.

Figures 5 and 6 summarize our results on 16 nodes of a Linux cluster.
Each node in the cluster has two 550 MHz Pentium III processors (only one
processor per node was used) and Myrinet interconnect. AD shows a sig-
nificant performance advantage over the finite difference methods. However,
as Figure 6 illustrates, the performance improvements are due to a reduc-
tion in the number of timesteps required; the runtime per timestep actually
increases.

5.3 Local Subdomain Level

We used AD to provide the directional derivatives required by PETSc to
solve the steady-state, three-dimensional compressible Euler equations on
mapped, structured meshes using a second-order, Roe-type, finite-volume
discretization. We solved in parallel a nonlinear system, using matrix-free
Newton-Krylov-Schwarz algorithms with pseudo-transient continuation to
model transonic flow over an ONERA M6 airplane wing. See [18] for de-
tails about the problem formulation and algorithmic approach. The linearized
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Fig. 5. Comparison of SensPVODE performance (total time to solution) for vari-
ous derivative computation strategies. Results are the average of three runs on 16
processors of a Linux cluster.

Newton correction equations were solved by using restarted GMRES precon-
ditioned with the restricted additive Schwarz method with one degree of
overlap.

As discussed in depth in [20] and summarized in Figure 7, our results
indicate that, for matrix-free Newton-Krylov methods, AD offers significantly
greater robustness and provides better algorithmic performance than do finite
difference approximations (FD). However, because the directional derivatives
required by a matrix-free method can be computed less expensively by FD
than by AD, AD does not always provide a performance advantage in terms of
runtime [20]. We are therefore investigating hybrid AD-FD strategies, which
combine the robustness of AD with the reduced cost of FD.

6 Conclusions and Expectations

The combination of AD and object-oriented toolkits has proven to be an ef-
fective instrument for scientific computing. The analytic derivatives of AD
enhance robustness and accelerate the convergence of Newton methods. The
well-defined interfaces and data encapsulation of object-oriented toolkits sim-
plify the AD process. There are many options as to the level at which AD
can be applied. Each level has its advantages and disadvantages.

AD offers great promise as a useful tool in PDE-constrained optimiza-
tion. Analytic derivatives are often necessary to ensure robust and efficient
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Fig. 6. Number of timesteps and time per timestep for various derivative com-
putation strategies in SensPVODE. Results are the average of three runs on 16
processors of a Linux cluster.

convergence to the true minimum. For complex PDE-based simulations, how-
ever, developing analytic derivatives, especially second derivatives, by hand is
often intractible. Judicious use of AD can overcome these obstacles. Further-
more, the reverse mode of AD enables gradients, Jacobian-transpose-vector,
and Hessian-vector products to be computed at significantly lower cost than
is possible with finite difference approximations. The ability to compute ac-
curately and efficiently a full suite of first and second derivative matrices
and directional derivatives should facilitate the algorithmic experimentation
necessary for the advancement of PDE-constrained optimization. Thus, AD
can play an important role in advancing both the science and the practice of
PDE-constrained optimization.
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